**String important question and answers**

### Q1. - Reverse words in a sentence??

### Ans: Problem: Reverse the order of words in a sentence, but keep words themselves unchanged. Words in a sentence are divided by blanks. For instance, the reversed output should be “student. a am I” when the input is “I am a student”.

Ans:**Analysis:**This is a very popular interview question of many companies. It can be solved with two steps: Firstly we reverse all characters in a sentence. If all characters in sentence “I am a student.” are reversed, it becomes “.tneduts a ma I”. Not only the order of words is reversed, but also the order of characters inside each word is reversed. Secondly, we reverse characters in every word. We can get “student. a am I” from the example input string with these two steps.

The key of our solution is to implement a function to reverse a string, which is shown as the Reverse function below:

void Reverse(char \*pBegin, char \*pEnd)

{

    if(pBegin == NULL || pEnd == NULL)

        return;

    while(pBegin < pEnd)

    {

        char temp = \*pBegin;

        \*pBegin = \*pEnd;

        \*pEnd = temp;

        pBegin ++, pEnd --;

    }

}

Now we can reverse the whole sentence and each word based on this Reverse function with the following code:

char\* ReverseSentence(char \*pData)

{

    if(pData == NULL)

        return NULL;

    char \*pBegin = pData;

    char \*pEnd = pData;

    while(\*pEnd != '\0')

        pEnd ++;

    pEnd--;

    // Reverse the whole sentence

    Reverse(pBegin, pEnd);

    // Reverse every word in the sentence

    pBegin = pEnd = pData;

    while(\*pBegin != '\0')

    {

        if(\*pBegin == ' ')

        {

            pBegin ++;

            pEnd ++;

        }

        else if(\*pEnd == ' ' || \*pEnd == '\0')

        {

            Reverse(pBegin, --pEnd);

            pBegin = ++pEnd;

        }

        else

        {

            pEnd ++;

        }

    }

    return pData;

}

Since words are separated by blanks, we can get the beginning position and ending position of each word by scanning blanks. In the second phrase to reverse each word in the sample code above, the pointer pBegin points to the first character of a word, and pEnd points to the last character.

### Q2: First Character Appearing Only Once??

**Problem:** Implement a function to find the first character in a string which only appears once.

For example: It returns ‘b’ when the input is “abaccdeff”.

Ans: **Analysis:** Our native solution for this problem may be scanning the input string from its beginning to end. We compare the current scanned character with every one behind it. If there is no duplication after it, it is a character appearing once. Since it compares each character with O(n) ones behind it, the overall time complexity is O(n2) if there are n characters in a string.

In order to get the numbers of occurrence times of each character in a string, a data container is needed. It is required to get and update the occurrence time of each character in a string, so the data container is used to project a character to a number. Hash tables fulfill this kind of requirement. We can implement a hash table, in which keys are characters and values are their occurrence times in a string.

It is necessary to scan strings twice: When a character is visited, we increase the corresponding occurrence time in the hash table during the first scanning. In second round of scanning, whenever a character is visited we also check its occurrence time in the hash table. The first character with occurrence time 1 is the required output.

Hash tables are complex, and they are not implemented in the C++ standard template library. Therefore, we have to implement one by ourselves.

Characters have 8 bits, so there only 256 variances. We can create an array with 255 numbers, in which indexes are ASCII values of all characters, and numbers are their occurrence times in a string. That is to say, we have a hash table whose size if 256, with ASCII values of characters as keys.

It is time for programming after we get a clear solution. The following are some sample code:

char FirstNotRepeatingChar(char\* pString)

{

    if(pString == NULL)

        return '\0';

    const int tableSize = 256;

    unsigned int hashTable[tableSize];

    for(unsigned int i = 0; i<tableSize; ++ i)

        hashTable[i] = 0;

    char\* pHashKey = pString;

    while(\*(pHashKey) != '\0')

        hashTable[\*(pHashKey++)] ++;

    pHashKey = pString;

    while(\*pHashKey != '\0')

    {

        if(hashTable[\*pHashKey] == 1)

            return \*pHashKey;

        pHashKey++;

    }

    return '\0';

}

In the code above, it costs O(1) time to increase the occurrence time for each character. The time complexity for the first scanning is O(n) if the length of string is n. It takes O(1) time to get the occurrence time for each character, so it costs O(n) time for the second scanning. Therefore, the overall time it costs is O(n).

In the meantime, an array with 256 numbers is created, whose size is 1K. Since the size of array is constant, the space complexity of this algorithm is O(1).

### Q3: Left Rotation of String??

**Problem:** Left rotation of a string is to move some leading characters to its tail. Please implement a function to rotate a string.

For example, if the input string is “abcdefg” and a number 2, the rotated result is “cdefgab”.

**Analysis:** It looks difficult to get rules of left rotation on a string. Fortunately, the 7th problem in this series “[Reverse Words in a Sentence](http://codercareer.blogspot.com/2011/09/no-07-reverse-words-in-sentence.html)” can give us some hints.

If we input a sentence with two words “hello world” for the problem “Reverse Words in a Sentence”, the reversed result should be “world hello”. It is noticeable that the result “world hello” can be viewed as a rotated result of “hello world”. It becomes “world hello” when we move some leading characters of string “hello world” to its ending. Therefore, this problem is quite similar to problem “Reverse Words in a Sentence”.

Let us take a string “abcdefg” as an example. We divide it into two parts: the first part contains the two leading characters “ab”, and the second part contains all other characters “cdefg”. We firstly reverse these two parts separately, and the whole string becomes “bagfedc”. It becomes “cdefgab” if we reverse the whole string, which is the expected result of left rotation with 2.

According to the analysis above, we can see that left rotation of a string can be implemented calling a Reverse function three times to reverse a segment or whole string. The sample code is shown below:

char\* LeftRotateString(char\* pStr, int n)

{

    if(pStr != NULL)

    {

        int nLength = static\_cast<int>(strlen(pStr));

        if(nLength > 0 && n > 0 && n < nLength)

        {

            char\* pFirstStart = pStr;

            char\* pFirstEnd = pStr + n - 1;

            char\* pSecondStart = pStr + n;

            char\* pSecondEnd = pStr + nLength - 1;

            // Reverse the n leading characters

            Reverse(pFirstStart, pFirstEnd);

            // Reverse other characters

            Reverse(pSecondStart, pSecondEnd);

            // Reverse the whole string

            Reverse(pFirstStart, pSecondEnd);

        }

    }

    return pStr;

}

The function Reverse is shown in “[Reverse Words in a Sentence](http://codercareer.blogspot.com/2011/09/no-07-reverse-words-in-sentence.html)”, so we are not going to repeat it here.

### Q4. Minimal Number of Palindromes on a String??

**Problem:** A string can be partitioned into some substrings, such that each substring is a palindrome. For example, there are a few strategies to split the string “abbab” into palindrome substrings, such as: “abba”|”b”, “a”|”b”|”bab” and “a”|”bb”|”a”|”b”.

Given a string *str*, please get the minimal numbers of splits to partition it into palindromes. The minimal number of splits to partition the string “abbab” into a set of palindromes is 1.

**Analysis:** This is a typical problem which can be solved by dynamic programming. We have two strategies to analyze and solve this problem

***Solution 1: Split at any space between two characters***

Given a substring of *str*, starting from the index *i* and ending at the index *j*(denoted as *str*[*i*:*j*]), we define a function *f*(*i*, *j*) to denote the minimal number of splits to partition the substring *str*[*i*:*j*] into a set of palindromes. If the substring is a palindrome itself, we don’t have to split so *f*(*i*, *j*) is 0. If the substring is not a palindrome, the substring is split between two characters *k* and *k*+1. *f*(*i*, *j*)=*f*(*i*,*k*)+*f*(*k*+1, *j*)+1 under such conditions. Therefore, *f*(*i*, *j*) can be defined with the following equation:
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The value of *f*(0, *n*-1) is the value of the minimal number of splits to partition *str* into palindromes, if *n* is the length of *str*.

If the equation is calculated recursively, its complexity grows exponentially with the length *n*. A better choice is to calculate in bottom-up order with a 2D matrix with size *n*×*n*. The following C++ code implements this solution:

int minSplit\_1(const string& str)

{

    int length = str.size();

    int\* split = new int[length \* length];

    for(int i = 0; i < length; ++i)

        split[i \* length + i] = 0;

    for(int i = 1; i < length; ++i)

    {

        for(int j = length - i; j > 0; --j)

        {

            int row = length - i - j;

            int col = row + i;

            if(isPalindrome(str, row, col))

            {

                split[row \* length + col] = 0;

            }

            else

            {

                int min = 0x7FFFFFFF;

                for(int k = row; k < col; ++k)

                {

                    int temp1 = split[row \* length + k];

                    int temp2 = split[(k + 1) \* length + col];

                    if(min > temp1 + temp2 + 1)

                        min = temp1 + temp2 + 1;

                }

                split[row \* length + col] = min;

            }

        }

    }

    int minSplit = split[length - 1];

    delete[] split;

    return minSplit;

}

***Solution 2: Split only before a palindrome***

We split the string *str* with another strategy. Given a substring ending at the index *i*, *str*[0, i], we do not have to split if the substring is a palindrome itself. Otherwise it is split between two characters at index *j* and *j*+1 only if the substring *str*[*j*+1,*i*] is a palindrome. Therefore, an equation*f*(*i*) can be defined as the following:

![http://1.bp.blogspot.com/-TvrztCk9Cvw/USc-5ix1EUI/AAAAAAAABcA/qEwq-fhiLeQ/s1600/Figure+2.PNG](data:image/png;base64,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)

The value of *f*(*n*-1) is the value of the minimal number of splits to partition *str* into palindromes, if *n*is the length of *str*.

We could utilize a 1D array to solve this equation in bottom-up order, as listed in the following code:

int minSplit\_2(const string& str)

{

    int length = str.size();

    int\* split = new int[length];

    for(int i = 0; i < length; ++i)

        split[i] = i;

    for(int i = 1; i < length; ++i)

    {

        if(isPalindrome(str, 0, i))

        {

            split[i] = 0;

            continue;

        }

        for(int j = 0; j < i; ++j)

        {

            if(isPalindrome(str, j + 1, i) && split[i] > split[j] + 1)

                split[i] = split[j] + 1;

        }

    }

    int minSplit = split[length - 1];

    delete[] split;

    return minSplit;

}

***Optimization to verify palindromes:***

Usually it costs O(*n*) time to check whether a string with length *n* is a palindrome, and the typical implementation looks like the following code:

bool isPalindrome(const string& str, int begin, int end)

{

    for(int i = begin; i < end - (i - begin); ++i)

    {

        if(str[i] != str[end - (i - begin)])

            return false;

    }

    return true;

}

Both solutions above cost O(*n*3) time. The first solution contains three nesting for-loops. The function isPalindrome is inside two nesting for-loops.

If we could reduce the cost of isPalindrome to O(1), the time complexity of the second solution would be O(*n*2).

### Q5:Translating Numbers to Strings??

**Ans: Question:** Given a number, please translate it to a string, following the rules: 1 is translated to 'a', 2 to 'b', …, 12 to 'l', …, 26 to 'z'. For example, the number 12258 can be translated to "abbeh", "aveh", "abyh", "lbeh" and "lyh", so there are 5 different ways to translate 12258. How to write a function/method to count the different ways to translate a number?

**Analysis:** Let's take the number 12258 as an example to analyze the steps to translate from the beginning character to the ending one. There are two possible first characters in the translated string. One way is to split the number 12258 into 1 and 2258 two parts, and 1 is translated into 'a'. The other way is to split the number 12258 into 12 and 258 two parts, and 12 is translated into 'l'.

When the first one or two digits are translated into the first character, we can continue to translate the remaining digits. Obviously, we could write a recursive function/method to translate.

Let's define a function *f*(*i*) as the count of different ways to translate a number starting from the *ith* digit, *f*(*i*)=*g*(*i*)\**f*(*i*+1)+*h*(*i*, *i*+1)\**f*(*i*+2). The function *g*(i) gets 1 when the *ith* digit is in the range 1 to 9 which can be converted to a character, otherwise it gets 0. The function *h*(*i*, *i*+1) gets 1 the *ith* and (*i*+1)*th* digits are in the range 10 to 26 which can also be converted to a character. A single digit 0 can't be converted to a character, and two digits starting with a 0, such as 01 and 02, can't be converted either.

Even though the problem is analyzed with recursion, recursion is not the best approach because of overlapping sub-problems. For example,  The problem to translate 12258 is split into two sub-problems: one is to translate 1 and 2258, and the other is to translate 12 and 258. In the next step during recursion, the problem to translate 2258 can also split into two sub-problems: one is to translate 2 and 258, and the other is to translate 22 and 58. Notice the sub-problem to translate 258 reoccurs.

Recursion solves problem in the top-down order. We could solve this problem in the bottom-up order, in order to eliminate overlap sub-problems. That's to say, we start to translate the number from the ending digits, and then move from right to left during translation.

The following is the C# code to solve this problem:

public static int GetTranslationCount(int number)

{

    if (number <= 0)

    {

        return 0;

    }

    string numberInString = number.ToString();

    return GetTranslationCount(numberInString);

}

private static int GetTranslationCount(string number)

{

    int length = number.Length;

    int[] counts = new int[length];

    for (int i = length - 1; i >= 0; --i)

    {

        int count = 0;

        if (number[i] >= '1' && number[i] <= '9')

        {

            if (i < length - 1)

            {

                count += counts[i + 1];

            }

            else

            {

                count += 1;

            }

        }

        if (i < length - 1)

        {

            int digit1 = number[i] - '0';

            int digit2 = number[i + 1] - '0';

            int converted = digit1 \* 10 + digit2;

            if (converted >= 10 && converted <= 26)

            {

                if (i < length - 2)

                {

                    count += counts[i + 2];

                }

                else

                {

                    count += 1;

                }

            }

        }

        counts[i] = count;

    }

    return counts[0];

}

In order to simply the code implementation, we first convert the number into a string, and then translate.

**Question6. Implement an algorithm to determine if a string has all unique characters??**

Ans:

|  |
| --- |
| public class UniqueChar { |
|  | /\*\* |
|  | \* @param args |
|  | \*/ |
|  | public static void main(String[] args) { |
|  | String[] strArray ={"abcdef","dfdsafdsf"}; |
|  | for (String str : strArray) |
|  | System.out.println(isUniqueChar1(str)); |
|  | for (String str : strArray) |
|  | System.out.println(isUniqueChar2(str)); |
|  | for (String str : strArray) |
|  | System.out.println(isUniqueChar3(str)); |
|  | } |
|  | //bitmap method |
|  | public static boolean isUniqueChar1(String str){ |
|  | boolean [] set= new boolean[256]; |
|  | for (int i=0; i < 256; i++) |
|  | set[i] = false; |
|  | int len=str.length(); |
|  | for (int j =0; j < len; j++){ |
|  | int val =str.charAt(j); |
|  | if (set[val] == true) |
|  | return false; |
|  | else |
|  | set[val] = true ; |
|  | } |
|  | return true; |
|  | } |
|  | //hash table |
|  | public static boolean isUniqueChar2(String str){ |
|  | Map<Integer,Character> charMap =new HashMap<Integer,Character>(); |
|  | for (int i=0; i < str.length(); i++){ |
|  | char val = str.charAt(i); |
|  | int key = val; |
|  | if ((charMap.containsKey(key)) == true){ |
|  | return false; |
|  | } |
|  | else |
|  | charMap.put(key,val); |
|  | } |
|  | return true; |
|  | } |
|  | //quicksort |
|  | public static boolean isUniqueChar3(String str){ |
|  | char [] data = str.toCharArray(); |
|  | quicksort(data,0,data.length-1); |
|  | for (int i = 1; i < data.length;i++){ |
|  | if (data[i] == data[i - 1]) |
|  | return false; |
|  | } |
|  | return true; |
|  | } |
|  | public static void quicksort(char [] data, int left, int right){ |
|  | if (left < right){ |
|  | int pivotindex = partition(data, left, right); |
|  | quicksort(data,left,pivotindex-1); |
|  | quicksort(data,pivotindex+1,right); |
|  | } |
|  | } |
|  | public static int partition(char[] data, int left, int right){ |
|  | char pivot = data[right]; |
|  | int i = left -1 ; |
|  | char temp; |
|  | for(int j= left; j < right ; j++){ |
|  | if (data[j] <= pivot){ |
|  | i++; |
|  | temp = data [j]; |
|  | data[j]=data[ i]; |
|  | data[i]=temp; |
|  | } |
|  | } |
|  | temp=data[right]; |
|  | data[right] = data[i+1]; |
|  | data[i+1] = temp; |
|  | return i+1; |
|  | } |
|  | } |

**Q7://Write code to reverse a C-Style String. (C-String means that “abcd” is represented as five characters, including the null character.)**

|  |
| --- |
| **Ans:** |
|  | void reverse (char \*pt){ |
|  | char \*end = pt; |
|  | char temp; |
|  | while(true){ |
|  | if (\*end == null) |
|  | break; |
|  | end++; |
|  | } |
|  | --end; |
|  | while(pt<end){ |
|  | temp = \*pt; |
|  | \*pt++ = \*end; |
|  | \*end-- = temp; |
|  | } |
|  | } |

**Q8: \* Design an algorithm and write code to remove the duplicate characters in a string without**

|  |
| --- |
|  |
|  | \* using any additional buffer.  NOTE: One or two additional variables are fine. |
|  | \* An extra copy of the array is not.  **Ans:**   |  | | --- | | public class RemoveDul{ | |  | public static void main(String[] args){ | |  | RemoveDul q = new RemoveDul(); | |  | StringBuffer[] strings ={ | |  | new StringBuffer("abcdddg"), | |  | new StringBuffer("aabbccddeeffgghhiijjkkllmmnn"), | |  | new StringBuffer("abcdefgabcdefg"), | |  | new StringBuffer("aaaaaaa"), | |  | new StringBuffer("t"), | |  | new StringBuffer("ababababababa"), | |  | new StringBuffer("12 32 9 ' e.g e' f"), | |  | new StringBuffer(), | |  | }; | |  | for (StringBuffer str : strings){ | |  | q.DeleteDuplicate1(str); | |  | System.out.println(str); | |  | } | |  | } | |  | public void DeleteDuplicate1(StringBuffer str){ | |  | if (str == null) | |  | return ; | |  | int len = str.length(); | |  | if ((len == 0) || (len ==1)) | |  | return ; | |  | int tail = 0; | |  | for ( int j = 1; j < len; j++){ | |  | int i = tail; | |  | boolean dul = false; | |  | while (i >= 0){ | |  | if (str.charAt(i) == str.charAt(j)){ | |  | dul = true; | |  | break; | |  | } | |  | i--; | |  | } | |  | if (dul == false) | |  | str.setCharAt(++tail,str.charAt(j)); | |  | } | |  | if(tail == len -1) | |  | return ; | |  | str.delete(tail+1, len); | |  | } | |  | }  **Q9: ReplaceSpace between the strings??**  Ans:   |  | | --- | | public class ReplaceSpace { | |  | public static void main(String[] args){ | |  | StringBuffer s = new StringBuffer("Hello Chen Geng"); | |  | int originlen = s.length(); | |  | int spacenum = 0; | |  | for(int i = 0; i < originlen;i++){ | |  | if(s.charAt(i) == ' ') | |  | spacenum++;; | |  | } | |  | for (int j = 0; j < spacenum; j++){ | |  | s.append(' '); | |  | s.append(' '); | |  | } | |  | int newlen = s.length(); | |  | char[]str = s.toString().toCharArray(); | |  | start(str,originlen,newlen); | |  | System.out.println(new String(str)); | |  | } | |  | public static void start(char[]str,int originlen,int newlen){ | |  |  | |  | int k = newlen - 1; | |  | for(int j = originlen - 1; j >=0; j--){ | |  | if (str[j] == ' '){ | |  | str[k] = '%'; | |  | str[--k] = '0'; | |  | str[--k] = '2'; | |  | k--; | |  |  | |  | }else{ | |  | str[k--] = str[j]; | |  |  | |  | } | |  | } | |  |  | |  | } | |  | } | | |

**Q10: Given two strings, s1 and s2, write code to check if s2 is a rotation of s1 using only one**

**call to strstr (eg, “waterbottle” is a rotation of “erbottlewat”).??**

Ans:

|  |
| --- |
| public class Rotation { |
|  | public static void main(String[] args){ |
|  | Rotation r = new Rotation(); |
|  | int[][]matrix1 ={{1,2,3},{4,5,6},{7,8,9}}; |
|  | r.rotate(matrix1, 3); |
|  | for(int i = 0; i< 3;i++){ |
|  | for(int j = 0;j < 3; j++){ |
|  | System.out.print(matrix1[i][j] + " "); |
|  | } |
|  | System.out.println(); |
|  | } |
|  | System.out.println(); |
|  |  |
|  | int[][]matrix2 ={{1,2,3},{4,5,6},{7,8,9}}; |
|  | r.antirotate(matrix2, 3); |
|  | for(int i = 0; i< 3;i++){ |
|  | for(int j = 0;j < 3; j++){ |
|  | System.out.print(matrix2[i][j] + " "); |
|  | } |
|  | System.out.println(); |
|  | } |
|  | } |
|  | public void antirotate(int[][]matrix,int n){ |
|  | for(int layer = 0; layer <n/2; layer ++){ |
|  | int first = layer; |
|  | int last = n - 1- layer; |
|  | for(int i = first; i< last;i ++){ |
|  | int offset = i - first; |
|  | // save top |
|  | int top = matrix[first][i]; |
|  | //top <- right |
|  | matrix[first][i] = matrix[i][last]; |
|  | //right <- bottom |
|  | matrix[i][last] = matrix[last][last - offset]; |
|  | //bottom <-left |
|  | matrix[last][last - offset] = matrix[last - offset][first]; |
|  | //left <- top |
|  | matrix[last - offset][first] = top; |
|  |  |
|  | } |
|  | } |
|  | } |
|  | public void rotate(int[][]matrix,int n){ |
|  | for (int layer = 0; layer < n/2; layer ++){ |
|  | int first = layer; |
|  | int last = n - 1 - layer; |
|  | for (int i = first; i < last; i++){ |
|  | int offset = i - first; |
|  | //save the top |
|  | int top = matrix[first][i]; |
|  | // top <- left |
|  | matrix[first][i] = matrix[last - offset][first]; |
|  | // left <- bottom |
|  | matrix[last - offset][first] = matrix[last][last - offset]; |
|  | //bottom <- right |
|  | matrix[last][last - offset] = matrix[i][last]; |
|  | //right <- top |
|  | matrix[i][last] = top; |
|  |  |
|  | } |
|  | } |
|  | } |
|  | } |

**Q11: Assume you have a method isSubstring which checks if one word is a substring of another.**

**\* Given two strings, s1 and s2, write code to check if s2 is a rotation of s1 using only one**

**\* call to isSubstring (e.g., "waterbottle" is a rotation of "erbottlewat").??**

Ans:

|  |
| --- |
| public class IsRotation { |
|  |  |
|  | public static void main(String[] args) { |
|  |  |
|  | System.out.println(rotation(new StringBuffer("abcdefg"),new StringBuffer("cdefgab"))); |
|  | System.out.println(rotation(new StringBuffer("abcdefg"),new StringBuffer("gfedcba"))); |
|  |  |
|  | } |
|  |  |
|  | public static boolean rotation(StringBuffer s1 , StringBuffer s2){ |
|  | int len1 = s1.length(); |
|  | int len2 = s2.length(); |
|  | if (len1 != len2) |
|  | return false; |
|  | s1.append(s1); |
|  | String a = "anc"; |
|  | String b = "a"; |
|  | a.contains(b); |
|  | return isSubstring(s1,s2); |
|  | } |
|  |  |
|  | public static boolean isSubstring(StringBuffer s1, StringBuffer s2){ |
|  | int len = s2.length(); |
|  | for(int start = 0; start < len; start ++){ |
|  | int j = start; |
|  | for(int i = 0 ;i < len; i++){ |
|  | if (s2.charAt(i) == s1.charAt(j)){ |
|  | if( i == len -1) |
|  | return true; |
|  | j++; |
|  | }else{ |
|  | break; |
|  | } |
|  |  |
|  | } |
|  | } |
|  | return false; |
|  | } |
|  |  |
|  |  |
|  |  |
|  | } |

**Q12: write a method to sort an array of strings so that all the anagrams are next to each??**

**Ans:**

|  |
| --- |
| public class  AnagramSort { |
|  | public static void main (String[] args){ |
|  |  |
|  | StringBuffer[] str = { |
|  | new StringBuffer("lhep"), |
|  | new StringBuffer("abc"), |
|  | new StringBuffer("elpH"), |
|  | new StringBuffer("cba"), |
|  | new StringBuffer("help"), |
|  | new StringBuffer("Bca"), |
|  |  |
|  | }; |
|  |  |
|  | SignitureString[] ss = new SignitureString[str.length]; |
|  | for(int i = 0 ; i < str.length; i ++){ |
|  | ss[i] = new SignitureString(str[i]); |
|  | } |
|  | Quicksort<SignitureString> qs = new Quicksort<SignitureString>(); |
|  | qs.sort(ss); |
|  | for(SignitureString sig : ss){ |
|  | System.out.print(sig.getStr() + " "); |
|  | } |
|  |  |
|  | } |
|  | } |